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ABSTRACT

The main memory DBMS (MMDBMS) efficiently supports various database applications that require high performance since it
employs main memory rather than disk as a primary storage. An index manager is an essential sub-component of a DBMS used to
speed up the retrieval of objects from a large volume of a database in response to a certain search condition. Previous research
efforts on indexing proposed various index structures. However, they hardly dealt with the practical issues occurred in implementing
an index manager on a target DBMS. In this paper, we touch these issues and present our experiences in developing the index
manager. The main issues are (1) compact representation of an index entry, (2) support of variable-length keys, (3) support of

multiple-attribute kéys, and (4) support of duplicated keys.
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1. INTRODUCTION

The Main-Memory Data Base Management System
(MMDBMS) uses main memory as a primary storage for
eliminating the cost of disk accesses, which have been known
as the main performance bottleneck of the disk-based DBMS
(1131051 ‘

An index manager in a DBMS supports the fast retrieval of
target objects that satisfy a query condition from a database. To
facilitate this functionality, the index manager chooses one or
more attributes as a key and builds an index from them. There
have been many research efforts to devise efficient index
structures for database systems. The binary search tree, AVL-
tree, T-tree [8], B-tree [2], chained-bucket hashing, extensible
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hashing [4], and linear hashing [10] are the typical examples.
Cache-conscious index structures such as the CSS-tree [13] and
the CSB+ [14] have also been proposed. They could optimize
search performance in some degree at the expense of update
performance by considering the cache behavior.

Previous research efforts mainly focused on designing
efficient index structures appropriate for their own application
domains. However, they rarely dealt with the practical issues
occurred in implementing an index manager on a target DBMS.

In this paper, we investigate design and implementation
issues experienced in developing an index manager. The main
issues discussed in this paper are: (1) compact representation of
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an index entry, (2) support of variable-length keys, (3) support
of multiple-attribute keys, and (4) support of duplicated keys.

The paper is organized as follows. Section 2 introduces
previous index structures and addresses their strong and weak
points. Section 3 presents the issues and their solutions
experienced in developing the index manager in detail. Finally,
Section 4 summarizes and concludes the paper.

2. INDEX STRUCTURES

This section reviews previous index structures proposed for
database systems.

2.1 Tree-based indexes

Since tree-based indexes traverse down a tree to locate an
object, their performance for exact-match queries is worse than
that of hashing-based indexes. However, tree-based indexes
show better performance for range queries because index
entries having adjacent key values can be easily accessed with
a sorted order.

The binary search tree has a simple structure. Therefore, its

algorithms for search, insertion, and deletion are also simple.
Since the binary search tree is not balanced, its search
performance heavily depends on the distribution of key values
and the insertion/deletion orders of objects.
The AVL-tree is a balanced binary tree in that the difference in
the heights of the two subtrees of any node is at most one. It
maintains the simple structure of the binary search tree and
accomplishes the balancing property using the rotation
operation. The biggest problem of the AVL-tree, however, is its
storage overhead. Each node stores the following three
information: (1) a key entry <key value, object pointer>, (2)
two pointers to its left and right subtrees, and (3) related control
information. Therefore, the total amount of information to be
kept for just one entry is too large.

The T-tree [8] solves the storage overhead of the AVL-tree.
While the T-tree uses the structure and the balancing scheme
that are identical to those of the AVL-tree, it stores multiple
entries in a node. As a result, storage overhead for each key
entry gets smaller.

The B-tree [2] is a completely balanced index structure
widely used in disk-based DBMSs. It maximizes the fan-out of
a node to reduce the height of a tree, and thus minimizes the
number of disk accesses in tree traverse. In most cases where
the fan-out of a node is at least 2, the B-tree has storage
overhead larger than the T-tree.

2.2 Hashing-based indexes

Hashing-based indexes compute the position of an object
directly from its key value. Therefore, they have better
performance in processing exact-match queries compared with
tree-based indexes. However, they show worse performance in
processing range queries because the index entries having
adjacent key values tend to be scattered in hashing-based
indexes.

The chained-bucket hashing uses a fixed-size hash table, and

thus shows good search performance only when it has a hash
table that is optimal to a given database. When the hash table is
too small, overflow buckets degrade search performance. On
the contrary, a hash table wastes storage space when it is too
large. In dynamic environment where insertions and deletions
of objects frequently occur, however, it is not easy to estimate
an optimal size for a hash table.

The extensible hashing [4] consists of data pages and a
directory. Data pages store data objects and a directory stores
pointers to data pages. The directory has 2k (k=0,1,...) pointers.
The directory adapts to dynamic environment by splitting and
merging. When the number of pointers stored in a directory
exceeds its capacity, the directory doubles. Therefore, the
extensible hashing seriously wastes storage space for its
directory when most objects are concentrated in a few data
pages.

The linear hashing [10] also has a dynamic structure. It
maintains data pages in physically contiguous space, thus
performs page addressing by calculation rather than directory
searching. The linear hashing permits overflow chains, which
may cause search performance to degrade. Whenever necessary,
it splits data pages in the pre-defined order, resulting in
increased space utilization.

Lehman et. al [8] modifies the linear hashing to be suitable
for MMDBMSs. The directory is re-introduced for locating
data pages for making it unnecessary to store data pages in
physically contiguous pages. Since the modified linear hashing
does not allocate empty pages, it has space utilization much
better than the extensible hashing.

2.3 Our Choice

We selected an index structure based on the three criteria: (1)
search performance for both exact-match and range queries, (2)
storage overhead, and (3) adaptability to dynamic environment.

For range queries, we chose the T-tree for its balancing
property and small storage overhead. The balancing property
enables us to guarantee good search performance regardless of
the key distribution and the insertion/deletion orders of objects.
Since the T-tree stores multiple entries in a node, its storage
overhead is small. Dynamic allocations and deallocations of
nodes make the T-tree adapt to dynamic situations. The T-tree
performs well for range queries, and is also capable of
processing exact-match queries via tree traversal.

At first, we intended to employ an additional hashing-based
index structure for exact-match queries. The chained-bucket
hashing was left out because of its static nature. Since dynamic
hashing indexes find the location of the target data page by
computation, they have to maintain directory pages (in the
extensible hashing and the modified linear hashing) or data
pages (in the linear hashing) in physically contiguous space.
However, it is not trivial to determine the optimal size of
contiguous main memory.

The easiest way is to allocate the largest size of contiguous
space at a database setup stage. If the size of contiguous space
is too small compared with the database size, however,
performance degrades seriously due to overflow chains. On the
contrary, main memory space wastes when the size of
contiguous space is too large. The other way is to allocate
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larger contiguous space whenever needed after releasing
current contiguous space. However, it could not be always
possible to obtain larger contiguous space due to memory
fragmentation in dynamic environment. When larger space is
not available, overflow chains would be unavoidable.

Traversing of overflow chains is almost same as traversing
of a tree. Furthermore, the length of overflow chains increases
in O(n), where n is the number of objects while the depth of the
T-tree grows in O(log n). Therefore, even for exact-match
queries, the hashing-based indexes could perform worse than
the T-tree under dynamic environment. In addition, the length
of overflow chains is highly dependent on the size and
distribution of a database. Therefore, the hashing-based indexes
cannot guarantee the worst-case search performance.

For these reasons, we chose the T-tree as an index structure
for both exact-match and range queries. By employing a single
index structure for both exact-match and range queries, we
have enjoyed an additional advantage of making other sub-
components such as the concurrency, backup, and recovery
managers much simpler.

3. IMPLEMENTATION ISSUES OF INDEX MANAGER

In this section, we review the T-tree structure and present
several implementation issues and our solutions experienced in
developing the index manager.

3.1 T-tree

The T-tree [8] enforces the following balancing property: the
height of the two subtrees of any node differs by at most one.
When the balance is broken by deletion or insertion, the T-tree
re-balances itself using the rotation operation. There are three
kinds of nodes in the T-tree: the internal, half-leaf, and leaf
nodes. Internal nodes have two subtrees. Half-leaf nodes have a
single subtree. Leaf nodes do not have a subtree. The number
of entries in an internal node and a half-leaf node should be
between the pre-defined minimum and maximum. The leaf
node also has a constraint on its maximum number of entries,
however has no constraint on its minimum.

minKey(N) and maxKey(N) denote the smallest and the
largest key values, respectively, stored in node N. Given node
N and key value k, we say that N bounds k when k is between
minKey(N) and maxKey(N). GLB(k) and LUB(k) represent the
greatest lower bound and the least upper bound of key value k,
respectively. That is, GLB(K) is the key value just before k and
LUB(k) is the key value right after k in a T-tree. For any
internal node N in a T-tree, there exists: (1) a leaf node or a
half-leaf node that contains GLB(minKey(N)), and (2) a leaf
node or a half-leaf node that contains LUB(maxKey(N)).

The search algorithm of the T-tree is similar to that of the
binary search tree. Two comparisons are required at each node
N of the T-tree: one for comparing a query value with
minKey(N) and one for comparing a query value with
maxKey(N). The search algorithm consists of two steps: The
first step traverses the tree to locate the node that bounds a
query value. The next step performs binary search within that
node in order to find the entry whose key value equals to a

query value.

To insert a new key value, we find the node N that bounds
the value and insert it into N. If N overflows by this insertion,
minKey(N) is shipped to a leaf node or a half node that has
GLB(minKey(N)). When there is no node that bounds a new
key value, we insert it into a leaf node or a half-leaf node at
which the traversal ends. When the node overflows by this
insertion, we create a new leaf node under the overflowed node.
If the T-tree becomes unbalanced by a newly created leaf node,
we perform the rotation operation to make the tree balanced
again.

To delete a key value, we find the node N that bounds the
key value and delete the corresponding entry. If N underflows,
we move LUB(maxKey(N)) into N. If this makes a leaf node
empty', we delete that node from the T-tree. We perform the
rotation operation if the T-tree gets unbalanced by this node-
deletion.

3.2 Support of variable-length keys and multiple-attribute
keys

A key is called a variable-length key when at least one of its
organizing attributes has a variable length. Variable-length
keys make various algorithms used in DBMSs complicated,
especially concurrency control and recovery algorithms [6][12].

For efficient support of variable-length keys, we store only
an object address in an index entry. Using the address of an
object, we can easily access its key value from the object in
main memory. Thus, we do not need to maintain key values in
the T-tree. Our approach has the following advantages: (1) By
fixing the length of index entries, many DBMS algorithms
become quite simple; (2) the storage overhead of the T-tree
gets smaller.

For key comparisons, however, we need to know which
attributes in an object comprise a key. For this purpose, the
system catalog [6] maintains the following information on each
T-tree in Ttreelnfo: UorD, root, numAttributes, <attrDesc[0]
attrDesc[1], ..., attrDesc[MAX-1]>.

UorD indicates whether a duplicate key is allowed or not.
root stores the address of the root node of the T-tree and
numAttributes the number of organizing attributes. TtreeInfo
also stores the information on each organizing attribute in
attrDesc[i]. As a result, the multiple-attribute key, which is
defined as a key that consists of more than one attribute, are
easily supported. Each organizing attribute is described by the
three fields <offset, size, dataType>. offset is the starting
position of an attribute within an object. size and dataType are
its maximum size and data type, respectively.

3.3 Support of duplicate keys

When a system allows duplicate keys, different objects may
have the same key value. The simple way [6] is to replace the
structure of index entries with <key value, list of object
addresses>. This makes the index entries be of variable length.
Furthermore, overflow nodes have to be introduced since the
size of an index entry possibly gets larger than that of a leaf

! The T-tree permits underflowed leaf nodes.
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page. All of these make the algorithms in other DBMS sub-
components complicated.

4 &
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(b) after insertion.

(a) before insertion.
Fig. 1. Inserting the duplicate key 7.

As a solution to this problem, we take the approach to
allocate an independent index entry to each object regardless of
its key value. That is, we allocate m index entries in the T-tree
for m objects even when they have the same key value. Our
approach does not change the structure of index entries and
also does not require additional mechanisms to handle special
cases. This makes other algorithms kept simple. In Figure 1, we
observe that the only change is to replace the sign "<" in left
child pointer with "<".

Figure 1 shows the two stages of the T-tree; the left one
before inserting a duplicate key value 7 and the right one after
inserting that key value. We assume that the blocking factor is
3. For easier explanation, we express each node entry with its
key value instead of its object address. In order to insert 7, we
first search for the node that bounds 7, which is the root node
having no more space. In this case, we go down the tree with
the key value and insert it into a newly created leaf node. As
shown in Figure 1, multiple index entries with the same key
value can be dispersed in more than one node. Therefore, even
though we find the first node that bounds the value given at
query time, we have to check its GLB value in order that we do
not miss other nodes that bound the value.

4. CONCLUSIONS

MMDBMS:s provide a promising solution to improve DBMS
performance by replacing disk with main memory. The index
manager is an essential DBMS sub-component that supports
the fast retrieval of target objects. There have been a lot of
research efforts to devise efficient index structures. However,
they hardly address the issues on their implementation and
seamless integration with DBMSs.

This paper investigated practical issues experienced in
developing an index manager, and proposed our approaches to
them. The main issues discussed in this paper are:(1) compact
representation of index entries, (2) support of variable-length
keys, (3) support of multiple-attribute keys, and (4) support of
duplicate keys. We believe that our contribution would help
MMDBMS developers highly reduce their trial-and-errors even
when they employ different index structure other than the T-
tree for their target DBMS.
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