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A COMPARISON OF
COMPUTING TIMES ON THE BICUBIC B-SPLINE

Hoir Sus Kim

ABSTRACT. We compare the computing times on the bicubic B-spline dueing to the
algorithms.

1. INTRODUCTION

The computing time is very important because it costs. The surface fitting re-
quires the computation of components of matrix generated by least squares method
whose components are composed of functions. In engineering, the fitting is very
often repeated to test several problems so that the computing times can not be
neglected. So we suggest the difference between two algorithms.

2. B-SPLINE BASIS

The application of B-spline basis appears in several fields (¢f. Ashahi, Ichige &
Ishii 1], de Boor [2}, Hollig (3], Lee & Park [5], Pourazady & Xu [6], Stam [7] and
Yong, Hu, Sun & Tan [8]). The following recurrence is preferred for its numerical
stability and efficiency in computation (cf. Kim [4]).
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where the recurrence relation is started with
1
M(t | tio1, ) = { ti—ti1’
0, otherwise

ti-1 <t <ty

The derivative of the equation (2.1) is given by
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= m(M(t | ticky.-- ,ti_1) — Mt ticks1,--- ,t,')).

But in programming, one may prefer to use the following piecewise cubic poly-
nomial (2.6) and its derivative, which is more fast than the recursive relation (2.1)
and its derivative (2.2) in the sense of implementation.

The piecewise constant function is given by

1
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0, otherwise
The piecewise linear function is given by
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The piecewise quadratic function is given by
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The piecewise cubic function is given by
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3. THE LEAST SQUARES METHOD

Let
Bi(t) = M(t|ti—a,... ;).

Then we find the bicubic spline surface

m n

S(z,y) = Z Z ai; Bi(z) Bj(y)

i=1 j=1
of degree 3 which best fits the derivative data (zx, yx, ¥, f;), k=1,...,1, where |
is the number of data points and f* = %ﬁ(wk,yk), f{f = %g(mk,yk) are the deriva-
tive data obtained by Snell’s law in the correction lens of Color Display Tube, for

example.
We must assign one height value so that the surface is uniquely determined. In

our case, we give zero at the center of the correction lens.
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Then we minimize the residual sum of the squares of the errors.
(3.1)

E = E(a11,012, - - -, Amn)
-3 {3 SO TILTARAY
k=1 i=1 j=1 =1 j=1

The necessary and sufficient condition for minimizing the equation (3.1) is as follows.

l m n
(3.2) 3am Z(ZZ% Ye) = £ ) By(@k) By(un)

i=1 j=1
l
23 (303 aBilen) B ue) — ) Byfen) By o)
k=1 1i=1j=1
=0
wherep=1,...,m, ¢=1,...,n.

Thus, the coefficients satisfy the normal equations

m n l
33) D > ai; Yy {B; (2k)B; (i) By (i) By () + Bi(wk)B;(yk)Bp(xk)B;(yk)}

i=1j=1 k=1

l
=" { #£B} (@) Ba(u) + £ Byl Bywn) },

k=1
wherep=1,...,m, ¢g=1,...,n.

This equation can be written in matrix form AX = B where A is the mn x mn
matrix, X is the mn coefficients a;; and B is the mn vector. In this case, we compute
the components of the matrix A and B.

In Appendix, Visual basic Pseudocode is given. Public Sub fitting spline
derivative() is the computation of the components of the matrix A and B of the
matrix equation AX = B.

Public Function basis() is the basis computation of the piecewise cubic func-
tion (2.6). Public Function dbasis() is the computation of the derivative of the
piecewise cubic function (2.6). Public Function basisr() is the computation of
the old recursive function (2.1).

In Color Picture Tube (for TV usage) and Color Display Tube (for Monitor
usage), the ray-tracing occurs in Exposure Process. The mechanism consists of
Lamphouse, Correction Lens, Filter, Shadow Mask, Panel as in Figure 1. The
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Figure 1. Exposure Process
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Lamphouse is the source of light. The surface type for correction lens is polynomial

or B-spline surface, that of Filter is flat plane, that of Shadow mask is a polynomial

and that of the panel is a polynomial.

In ray-tracing of landing error corrections, the surface of the correction lens is

reconstructed by least squares method of derivative data generated by Snell’s law. In

that case, the calculation of the B-spline basis function and its derivative function

is repeated several times for which measurement points of landing errors are 169

points, for example. When we call fitting spline derivative(), the piecewise

cubic algorithm is more fast than the old recursive algorithm approximately 50 as

in Table 1.

Table 1. Computing times according to algorithms

Number of points

The old recursive
algorithm (2.1)

The piecewise cubic
function (2.6)

100 5 seconds 3 seconds
1000 50 seconds 30 seconds
3000 150 seconds 85 seconds
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APPENDIX. VISUAL BASIC PSEUDOCODE

Public Sub fitting_spline_derivative()
For k = 1 To 1d
For ip = 0 To im
sxp = basis(ip, dx(k), knotx)
dsxp = dbasis(ip, dx(k), knotx)
For jq = 0 To jn
syp = basis(jq, dy(k), knoty)
dsyp = dbasis(jq, dy(k), knoty)
For i = 0 To im
sx = basis(i, dx(k), knotx)
dsx = dbasis(i, dx(k), knotx)
For j = 0 To jn
sy = basis(j, dy(k), knoty)
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dsy = dbasis(j, dy(k), knoty)
a(i * (jn +# 1) + j+1, ip * (jn + 1) + jq + 1) =
a(i * (jJn + 1) + j+1, ip * (jn + 1) + jq + 1)_

+ weightx(k) * dsx * sy * dsxp * syp_

+ weighty(k) * sx * dsy * sxp * dsyp_
+ basis(i, 0, knotx) * basis(j, 0, knoty)_

* basis(ip, 0, knotx) * basis(jq, O, knoty)

Next j

Next i

b(ip * (jn + 1) + jq + 1)

b(ip * (jn + 1) + jg + 1)_

+ weightx(k) * dsxp * syp * dzdx(k)_
+ weighty(k) * sxp * dsyp * dzdy(k)_
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+ basis(ip, 0, knotx) * basis(jq, O, knoty) * zcentervalue

Next jq
Next ip
Next k
End Sub

Public Function basis(ByVal i As Integer,_
ByVal x As Double, knot) As Double
If (x >= knot(i - 4) And x < knot(i - 3)) Then
basis = (x -~ knot(i - 4)) * (x - knot(i - 4))_

* (x - knot(i - 4))

ElseIf (x >= knot(i - 3) And x < knot(i - 2)) Then
basis = (knot(i) - x) * (x - knot(i - 3))_

* (x - knot(i ~ 3))
+ (x - knot(i - 4))
* (x - knot(i -~ 3))
* (x - knot(i - 4))

*

+

*

(knot(i - 1) - x)_
(x - knot(i - 4))_
(knot(i - 2) - x)

ElseIf (x >= knot(i - 2) And x < knot(i - 1)) Then
basis = (knot(i) - x) * (knot(i) - x) * (x - knot(i - 2))_
+ (knot(i) - x) * (x - knot(i - 3)) * (knot(di - 1) - x)_
+ (x - knot(i - 4)) * (knot(i - 1) - x)_

* (knot(i - 1) - x)

Elself (x >= knot(i - 1) And x < knot(i)) Then
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basis = (knot(i) - x) * (knot(i) - x) * (knot(i) - x)
Else

basis = 0
End If

End Function

Public Function dbasis(ByVal i As Integer,_
ByVal x As Double, knot) As Double
If (x >= knot(i - 4) And x < knot(i - 3)) Then
dbasis = 3 * (x - knot(i ~ 4)) * (x - knot(i - 4))
ElseIf (x >= knot(i - 3) And x < knot(i - 2)) Then
dbasis = (-(x - knot(i - 3)) * (x - knot(i - 3))_
+ 2 * (knot(i) -~ x) * (x - knot(i - 3)))_
+ ((knot(i - 1) - x) * (x - knot(i - 3))_
- (x - knot(i - 4)) * (x - knot(i - 3))_
+ (x - knot(i - 4)) * (knot(i - 1) - x))_
+ (2 % (x - knot(i - 4)) * (knot(i - 2) - x)_
- (x - knot(i - 4)) * (x - knot(i - )0
Elself (x >= knot(i - 2) And x < knot(i - 1)) Then
dbasis = (-2 * (knot(i) - x) * (x - knot(i - 2))_
+ (knot(i) - x) * (knot(i) - x))_
+ (~(x - knot(i - 3)) * (knot(i - 1) - x)_
+ (knot(i) - x) * (knot(i - 1) - x)_
- (knot(i) - x) * (x - knot(i - 3)))_
+ ((knot(i -~ 1) - x) * (knot(di - 1) - x)_
-2 * (x - knot(i - 4)) * (knot(i - 1) - x))
ElseIf (x >= knot(i - 1) And x < knot(i)) Then
dbasis = -3 * (knot(i) - x) * (knot(i) - x)
Else
dbasis
End If
End Function

]
o

Public Function basisr(ByVal i As Integer,_
ByVal x As Double, ByVal k As Integer)_
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As Double
Dim d As Double
d = knotx(i) - knotx(i - k)
If (k = 1) Then
If (x < knotx(i) And x >= knotx(i - 1)) Then
basisx = 1# / (knotx(i) - knotx(i - 1))
Else
basisx = O#
End If
Else
basisx =((knotx(i)-x)/d)*basisx(i,x,k-1)+((x~knotx(i-k))/d)_
xbasisx(i-1,x,k-1)
End If

End Function
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